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Abstract: To solve the query processing correctness problem for
semantic-based relational data integration, the semantics of
SAPRQL (simple protocol and RDF query language) queries is
defined. In the course of query rewriting, all relative tables are
found and decomposed into minimal connectable units. Minimal
connectable units are joined according to semantic queries to
produce the semantically correct query plans. Algorithms for
query rewriting and transforming are presented. Computational
complexity of the algorithms is discussed. Under the worst case,
the query decomposing algorithm can be finished in O(n’) time
and the query rewriting algorithm requires O(n") time. And the
performance of the algorithms is verified by experiments, and
experimental results show that when the length of query is less
than 8, the query processing algorithms can provide satisfactory
performance.
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‘ x T ith the rapid development and extensive applications

of information technology, the explosive growth of da-
ta resources is a new, disturbing trend'”. Considering the vast
amounts of data stored in heterogeneous relational databases, it
is difficult to achieve interoperability among them'. Integra-
ting and querying data from heterogeneous sources is a hot
research topic in the field of databases'. The goal of data
integration is to provide users uniform access to multiple
heterogeneous data sources'”. Due to the lack of semantic
description capabilities, traditional data integration systems
cannot resolve the semantic heterogeneity of data.

The semantic Web has provided several new approaches
for data integration. One of the most important applications
is the ontology-based integration of heterogeneous relational
databases, which has recently received special attention in
the database community”™ . However, one of the primary
obstacles is how to convert a global query into correct SQL
query plans for accessing the relational databases. Systems
like Virtuoso'” rewrite SPARQL'™ queries to SQL. The
MySQL SPASQL"™ module compiles SPARQL queries di-
rectly into an evaluation structure to be executed by a rela-
tional engine. However, these works only focus on access-
ing conventional relational databases using SPARQL, which
do not take the integration into account. A few early works
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on integration use ontology for relational databases and con-
struct ontologies from relational databases schema. This ap-
proach cannot fully capture the semantics behind the rela-
tional schema and only reflects the structure of databases,
which makes it hard to integrate heterogeneous relational da-
tabases.

This paper focuses on the query processing problem for
ontology-based relational data integration. In our proposal,
RDF (resource description framework) ontology is used as a
mediated schema for the explicit description of the data
source semantics, providing a shared vocabulary for the
specification of the semantics. The semantic of query rewri-
ting is further discussed and a query rewriting algorithm is
presented to reformulate an SPARQL query into SQL que-
ries, so that SPARQL can access heterogeneous relational
databases without converting the data into physical triples.

1 Architecture of Semantic-Based Query Processing

The architecture of semantic-based query processing for
relational data consists of five layers (see Fig. 1). The ap-
plication layer provides a unified portal based on global
schema for users and other applications. The semantic layer
is responsible for the establishment and maintenance of glob-
al schema, storage of the semantic descriptions of heteroge-
neous relational databases, and providing clear definitions of
concepts. The mediator layer mainly consists of three parts:
query decomposition, query rewriting, and query transfor-
mation. Query decomposition is in charge of the semantic
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analysis, standardization and reorganization of the global
query; query rewriting is in charge of rewriting the global
query into sub-queries over the underlying databases; the
query transformation converts SPARQL queries over global
schema into local SQL queries. The description layer de-
scribes the semantics of heterogeneous relational databases
using global schema. The data layer consists of several het-
erogeneous relational databases. Our work focuses on the
query processing from the semantic layer to the description
layer and mining the semantics of relational data. The archi-
tecture is shown in Fig. 1.

2 Semantics of SPARQL Queries

RDF describes things by making statements about an
entity’s properties. Thus, the term RDF graph is defined as
a set of RDF triples. In this paper, we propose query pro-
cessing algorithms over an RDF graph model. The SPARQL
query language is based on matching graph patterns. Pérez
et al. introduced the formal semantics of SPARQL in Ref.
[10] and we use SAPRQL as the query language.

Definition 1 (SPARQL query) A SPARQL query Q =
SELECT vars WHERE gp, where vars = {v,, v,, ..., v, },
lists all the return variables in Q, gp is a set of RDF triples
that Q should satisfy. Let var(gp) be all variables in gp,
obviously vars C var(gp).

Definition 2 ( SPARQL query result) The query result
of an SPARQL query Q = SELECT vars WHERE gp above
an RDF graph G is a finite set of mappings {2, = (u,, u,,
..., M,), where u, maps v, to an RDF term in G.

Definition 3 ( query containment) Given two SPARQL
queries Q, and Q,, VYu, € 2,, Iu, € O,, where
pi(vars(Q,)) Cu, (vars(Q,)) and u,; (gp,) Su, (gp,,)s
then Q, contains Q,, denoted by Q, CQ, or 0,20,.

Definition 4 ( query equivalent) Given two SPARQL
queries Q, and Q,, if Q, € Q, and Q, C Q,, then Q, is
equivalent to Q,, denoted by O, =Q,.

Definition 5 ( SPARQL containment mapping)  Given
two SPARQL queries Q, and Q,, mapping 7 from vars(Q,)
to vars ( Q,) is a containment mapping, if the mapping
meets the following conditions:

1) If 7(x) € vars(Q,), then x € vars( Q,), namely,
vars(Q,) Cvars(Q,);

2) 7(gpo,) S2po,

Lemma 1 Given two SPARQL queries Q, and Q,, O,
2 0, ¢ there is a containment mapping from Q, to Q,.

3 Query Processing Algorithms

In a semantic-based heterogeneous data integration sys-
tem, users are faced with a global model, and put forward
queries based on it. The integration system decomposes
global queries into sub-queries according to their content,
rewrites the sub-queries to be consistent with the semantic of
underlying relational databases, and then transforms the re-
writing result to SQL queries, so that the queries can be ex-
ecuted on relational databases. Query processing includes
query decomposing, rewriting and transforming.

3.1 Query decomposing

According to the semantics of SPARQL queries, a com-

plicated graph pattern is composed of base graph patterns
joined with operators and variables, and the base graph pat-
tern is the minimum unit of the query graph pattern. Query
decomposing is to decompose complicated graph patterns in-
to base ones. The main idea of query decomposing is as fol-
lows. If the query graph pattern is the basic graph pattern
then the query is returned; and if the query graph pattern is
the group graph pattern, the alternative graph pattern or the
optional graph pattern, then sub-queries are constructed.
The method of constructing sub-queries is to combine que-
ries with AND, UNION, OPTION and recursively call the
query decomposing course until the query cannot be decom-
posed any further.

3.2 Query rewriting

A semantically correct query plan amounts to finding
proper relational tables whose sub-graph covers the SPAR-
QL query. We present a query rewriting algorithm to gener-
ate semantically correct and executable query plans under
the RDF graph model. Our algorithm proceeds in two sta-
ges. In the first stage, we find all the relative tables and de-
compose them to minimal connectable units (MCU) accord-
ing to source descriptions. In the second stage, we join
MCUs to produce the query plans.

3.2.1 Generating the MCUs

An MCU is a subset of RDF triples in source description
of a relational table that can be joined with other MCUs and
executed on heterogeneous databases. Intuitively, an MCU
represents a fragment of semantic mapping from the query to
the rewriting of the query.

Formally, we define MCUs as follows.

Definition 6 ( minimal connectable units) Given a
SPARQL query Q, a relational table P and its table sub-
graph G,, an MCU m for P is a tuple of the form (Y, u')
where Y is a subset of triple patterns in G, and u' is a partial
mapping from variables appearing in G, to corresponding
columns in P.

Then the algorithm of finding the MCUs is as follows:

find MCUs(Q, G,)
Input: SPARQL query Q.
Output: G,.
Initialize M = @;
For each triple pattern ¢ in Q, do
for each triple pattern ¢’ in G,, do
If there exists a mapping 7 that map ¢ to ¢’, then
find the minimal subset ( denoted by Y) of triple
patterns of G, that is connectable.
find the subset (denoted by ') of w that is rela-
tive to Y.
M=M U< Y, :U’/>;
end for
end for
return M

The algorithm for creating the MCDs is shown in Fig. 2.
We say a set of triple patterns Y is connectable if the follow-
ing conditions hold: 1) Each return variable of Q is also a
return variable in Y. 2) If x is not a return variable in Q,
then for every triple pattern ¢ that includes x, re Y.

3.2.2 Joining the MCUs
In this phase we consider combinations of MCUs, and for
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each valid combination we create a conjunctive rewriting of
the query. The final result is a union of conjunctive queries.
Given a set of MCUs M, the actual rewriting is constructed
as follows:

joinMCUs(Q, M, A)

Input: an SPARQL query Q, a set of MCUs M, M =
tm,, my, -, m, |, where m, =(Y,, w,").

Output; a set of rewritings A.

Initialize A = @;

For each minimal subset {m,, m,, ---, m,} of M such
that

Y, U Y,U ---U Y, cover all triple patterns of Q.

Create the conjunctive rewriting Q" containing all the

relative tables to {m,, m,, -+, m,}
Add Q' to A
end for
return A

3.3 Query transforming

After rewriting, the sub-queries are consistent with the se-
mantics of underlying relational databases. But they still
cannot execute on relational databases. The rewriting results
should be transformed into SQL queries for accessing the re-
lational databases. The query transforming algorithm is
shown as follows:

queryTransformation( gp)
Input: SPARQL query Q = SELECT vars WHERE gp.
Output; SQL query plans.
For each variable v, in vars
add v, in varlist
SQL = “SELECT DISTINCT” + varlist + “FROM”
+ graphPatternTranslation ( gp)
return SQL

Here, graphPatternTranslation ( gp) is the graph pattern
translating algorithm, which translates the given graph pat-
tern gp into SQL queries and the detail of the algorithm is
omitted.

4 Evaluation

The proposed algorithms in this paper are fully implemen-
ted on a Pentium Dual 1. 79 GHz computer with Java 1. 6.
We construct 10 different relational databases, containing
100 heterogeneous relational tables. We also construct 100
different global queries with length from 1 to 10 to simulate
various user queries.

4.1 Computational complexity

In the query decomposing algorithm, given an SPARQL
query, if it contains some nested operations, the query de-
composing algorithm will be called repeatedly. Let n stand for
the number of triples in a query pattern; and k(1 <k<n-1)
stands for the number of nested operations in the query. Un-
der the worst case, the query decomposing algorithm can be
finished in O(n*) time. Its time complexity is polynomial.

As for the query rewriting algorithm, given a set of data
source V=1{v,, v,, ==, v,} and query Q = SELECT vars
WHERE gp, |gp| = m, the query rewriting algorithm
needs to find all the possible subsets of V that can form an
MCU, which requires O (n™) time. However, as the first

step of query rewriting already rules out the nonrelevant data
sources, significantly cutting the unnecessary search bran-
ches, it can be expected that the actual operating efficiency
of the query rewriting algorithm will be more satisfactory.

4.2 Experimental results

We conducted experiments to verify the performance of
the proposed query processing algorithms and the results are
shown in Fig.2. Fig.2(a) shows the performance of query
processing scalable in terms of the length of queries and the
runtime is almost exponential to the length of queries. An
interesting finding is that the runtime is not sensitive to the
length of queries when the number of data sources is less
than 50. Fig.2(b) shows the performance of query process-
ing scalable in terms of the number of data sources and the
runtime is almost exponential to the number of data sources.
But the runtime is not sensitive to the length of queries when
the length of queries is less than 8.
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Fig.2 Performance test of query processing

4.3 Discussion

The experimental results are consistent with the analysis
of time complexity. When the length of queries is less than
8, but there are lot of data sources ( more than 80 ), the
query processing algorithms can provide nice performance
(within 500 ms). This is also consistent with the practical
circumstances in integration systems, where the query length
is usually short.

5 Conclusion and Future Work

In this paper we consider the query processing problem in
heterogeneous data integration systems. We use ontology as
the mediated schema for integration. The semantics of query
rewriting is defined. Algorithms for query rewriting and
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transforming are presented, so that SPARQL queries over
global schema can be rewritten into local SQL queries that
can be executed on heterogeneous relational databases. The
approach and algorithms provided in this paper can be ex-
tended for other types of data sources, but some of the com-
plex semantics (i. e. CONSTURCT, ASK) are not dis-
cussed. We leave these problems for future work.
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